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Chapter 10

Organizing Outlook Data

When you complete this chapter, you should have a good understanding of the following
areas:

Overview of organizing information in Microsoft Office Outlook 2007
Using categories and task flagging
Creating rules programmatically

Writing code to create a search folder

Customizing views with new View objects

How Outlook 2007 Helps to Organize Information

Outlook 2007 introduces several new features that help to organize the constantly growing
number of items that arrive in a user’s Inbox. Category colors and task flagging are easy to use
and provide a simple tool for getting organized. Organizational schemes for mailbox items are
almost as varied as the number of Outlook users. The focus of this chapter is not to prescribe
the best method of organizing Outlook data. Rather, you'll learn how to use the Outlook
object model to implement organizational schemes programmatically. The good news for
developers is that the Outlook object model supports all the new organizational features of
Outlook 2007. By writing a few lines of code, you can add color categories to items, mark
items for follow-up, create rules, build custom search folders, or add views.

The Categories Collection and Category Objects

Outlook 2007 provides color categorization functionality in which Outlook items can be cat-
egorized and displayed by category. Multiple color categories can be applied to a single
Outlook item, and Outlook items can be grouped or sorted by color category. Shortcut keys
can be assigned to each color category to allow users to more easily categorize items. Color
categories are user defined, and can be created, deleted, and changed either programmatically
or by user action within the Outlook user interface.

The Category object represents a single user-defined color category in the master category list,
the list of color categories presented in the Outlook user interface and represented by the

Categories collection of the NameSpace object. Unlike previous versions of Outlook, Outlook
2007 stores the master category list in the default store so that it will roam by default in most
scenarios, as is the case with an Exchange mailbox. Category objects are identified with a glo-
bally unique identifier (GUID) when created, and this identifier cannot be changed. However,
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you can change the name, color, and shortcut key associated with a color category by setting
the Name, Color, and ShortcutKey properties of the Category object. The CategoryID property
can be used to retrieve the identifier of a Category object.

Outlook items are displayed based on the category name stored in the Categories property of
that Outlook item. The Categories property gets or sets a comma-delimited string of category
names. It does not return a Categories collection object. Because category names are stored as
part of the Outlook item, it is possible to add a category to an Outlook item that is not present
in the master category list. For example, a category might have been removed. To determine if
a category exists in the master category list, use the following CategoryExists method:

private bool CategoryExists(string categoryName)

{
try
{
Outlook.Category category =
Application.Session.Categories[categoryName];
if (category != null)
{
return true;
}
else
{
return false;
}
}
catch { return false; }
}

Note If the Categories property of an item contains a category name that does not exist in
the Categories collection of the Namespace object, then the category name associated with
that Outlook item is displayed, but without an associated color.

The following code sample enumerates the Category objects in the Categories collection and
writes the Name and CategoryID properties to the trace listeners in the Listeners collection:

private void EnumerateCategories()
{
Outlook.Categories categories =
Application.Session.Categories;
foreach (Outlook.Category category in categories)
{
Debug.WriteLine(category.Name);
Debug.WriteLine(category.CategoryID);
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Category Colors

The Category object exposes a Color property that lets you set or get an olCategoryColor
constant. If you need to reproduce the color in a custom control, you can use these read-
only properties of the Category object:

m  CategoryBorderColor
m  CategoryGradientBottomColor
m  CategoryGradientTopColor

These properties return an OLE_COLOR value, which is dependent on the Color prop-
erty of the Category object. For an advanced example of how to use CategoryBorderColor,
CategoryGradientBottomColor, and CategoryGradientTopColor, see ColorSwatchBuilder.cs
or ColorSwatchBuilder.vb in the PrepareMe sample add-in that accompanies this book.

Creating a Category

To create a category programmatically, you call the Add method of the Categories collection. If
the ISV category does not exist, the following code sample adds a category named ISV to the
master category list and assigns the dark blue color to this category. It also assigns Ctrl+F11 as
the shortcut key for the category.

private void AddACategory()

{
Outlook.Categories categories =

Application.Session.Categories;

if(!CategoryExists("ISV"))
{

Outlook.Category category = categories.Add("ISV",
Outlook.0TCategoryColor.olCategoryColorDarkBlue,
Outlook.0TCategoryShortcutKey.olCategoryShortcutKeyCtr1F11);

}
}

Assigning One or More Categories to an Item

To assign categories to an item, use the Categories property on the item. The Categories prop-
erty gets or sets a comma-delimited string that contains all of the categories assigned to the
item. This property can contain a maximum of 255 characters, including the commas and
spaces, to separate the category values. If you assign a category that is not in the Categories col-
lection of the Namespace object, that category will not display a color. The following code sam-
ple creates a restriction for items that contain “ISV” in the subject. This code sample uses a for
loop and the OutlookItem class to assign the ISV category to any item in the Inbox that con-
tains “ISV” in the subject. Notice that the code sample examines the string returned by
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item.Categories to determine if the Categories property is empty or already has been assigned to
the ISV category.

private void AssignCategories()
{

string filter = "@SQL=" + "\"" + "urn:schemas:httpmail:subject"
+ "\"" + " ci_phrasematch "ISV'";

Outlook.Items items =
Application.Session.GetDefaultFolder(
OutTook.O1DefaultFolders.olFolderInbox).Items.Restrict(filter);

for(int i = 1; i<=items.Count; i++)

{

OutTookItem item = new OutlookItem(items[i]);
string existingCategories = item.Categories;
if(String.IsNul10rEmpty(existingCategories))
{
item.Categories = "ISV";
}
else
{
if (item.Categories.Contains("ISV") == false)
{
item.Categories = existingCategories + ", ISV";
}
}

item.Save(Q);

Displaying the Categories Dialog Box

The Outlook object model also provides the ShowCategoriesDialog method on an item to dis-
play the Categories dialog box, shown in Figure 10-1. This dialog box lets the user pick one
or more categories that are assigned to the item. The user can also create new categories or
clear existing categories with this dialog box. In the following code sample from the sample
RulesAddin project that accompanies this book, a dummy mail item is created and the
ShowCategoriesDialog method is called on the item. In this case, the categories selected by
the user are displayed in an edit box and used to create a categories rule.

private void cmdCategory_Click(object sender, EventArgs e)
{
try
{
//Create a dummy MailItem and display Categories dialog box
Outlook.MailItem oMail = (Outlook.MailItem)m_olApp.CreateItem(
Outlook.O1ItemType.oTMailItem);
if (!string.IsNul1OrEmpty(txtCategory.Text))
{
oMail.Categories = txtCategory.Text;
}
oMail.ShowCategoriesDialog(Q);
Application.DoEvents();
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if (!string.IsNul10rEmpty(oMail.Categories))

txtCategory.Text = oMail.Categories;

chkCategory.Checked = true;

oMail = null;

catch(Exception ex)

LogMessage("cmdCategory_Click:
+ ex.ToString() , EventLogEntryType.Error);

{
}
}
{
}
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Figure 10-1 Display the Categories dialog box programmatically.

Task Flagging

Outlook 2007 provides a new task flagging system in which certain Outlook items such as
mail items or contact items can be flagged for follow-up. Flagging an Outlook item for follow-
up displays information about that Outlook item, along with other task-based information, on
the To-Do Bar and Calendar navigation module in the Outlook user interface.

Controlling Visibility of the To-Do Bar

The To-Do Bar is displayed as a vertical pane in a typical configuration of the Outlook
Explorer window. It contains a date navigator control, upcoming appointments, and items
that have been flagged for follow-up. The To-Do Bar itself is not extensible, and configuration
options for the To-Do Bar can only be set through the Outlook user interface. You can pro-
grammatically change the visibility of the To-Do Bar using the ShowPane method of the
Explorer object.
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Creating To-Do Items That Appear in the To-Do Bar

Creating to-do items programmatically is covered in the section “Create a To-Do Item” in
Chapter 5, “Built-in Item Types.” Any item that is flagged for follow-up will appear in the To-Do
Bar. As an organizational technique, item flagging creates a well-defined scheme for prioritiz-
ing tasks and to-do items. You should understand how to mark a group of items for a specified
follow-up interval. The following code example processes all items in the user’s Inbox that are
from the user’s manager and flags all high-importance items for follow-up today. If the item’s
importance is normal, then the item is flagged for follow-up this week.

private void DemoTaskFlagging()
{
const string PR_SENT_REPRESENTING_NAME =
"http://schemas.microsoft.com/mapi/proptag/0x0042001E";
const string PR_MESSAGE_CLASS =
"http://schemas.microsoft.com/mapi/proptag/0x001A001E";
Outlook.AddressEntry currentUser =
Application.Session.CurrentUser.AddressEntry;

if (currentUser.Type == "EX")

{
Outlook.ExchangeUser manager;
try
{

manager = currentUser.
GetExchangeUser() .GetExchangeUserManager();

}

catch

{
Debug.WriteLine("Could not obtain user's manager.");
return;

}

if (manager != null)

{

string displayName = manager.Name;

string filter = "@SQL=" + "\""

+ PR_SENT_REPRESENTING_NAME + "\""

+ " ="'"" + displayName + "'" + " AND " + "\""

+ PR_MESSAGE_CLASS + "\"" + " = "IPM.NOTE'";

Outlook.Items items =
Application.Session.GetDefaultFolder(
Outlook.O1DefaultFolders.olFolderInbox).
Items.Restrict(filter);

foreach(Outlook.MailItem mail in items)

{
if (mail.Importance ==

Outlook.O0TImportance.olImportanceHigh)

{
mail.MarkAsTask(
Outlook.O1MarkInterval.olMarkToday) ;
mail.Save(Q);
}

if (mail.Importance ==
Outlook.0lImportance.olImportanceNormal)

{



Chapter 10 Organizing Outlook Data 303

mail.MarkAsTask(
OutTlook.0TMarkInterval.olMarkThisWeek);
mail.Save(Q);

The Rules Collection and Rule Objects

Because they can operate either server-side or client-side, depending on the type of account
and rule, Outlook rules provide one of the most powerful Outlook features for organizing
information in a user’s mailbox. Users implement rules to enforce their own organizational
schemes. For example, some users like to create a hive of subfolders that contain unread mail
and read mail by subject area. Other users might create a subfolder hierarchy that corre-
sponds to the sender of the message. Still others categorize their mail and then use search
folders to aggregate the mail by category. As stated at the beginning of this chapter, users fol-
low a multiplicity of schemes when they organize the items in their mailboxes. The new Rules
object model in Outlook 2007 allows you as a developer to participate in the power of rules.
You can create rules programmatically to enforce a certain organizational scheme, create a spe-
cific rule that is unique to your solution, or ensure that certain rules are deployed to a group
of users.

The Rules object model supports the programmatic adding, editing, and deleting of rules. The
Rules collection and Rule objects allow you to access, add, and delete rules defined for a ses-
sion. The RuleAction and RuleCondition objects, their collection objects, and derived action
and condition objects further support editing actions and conditions.

Note The Rules object model provides partial parity with the Rules and Alerts Wizard in
the Outlook user interface. Although it does not support every single rule that you can pos-
sibly create using the wizard, it supports the most commonly used rule actions and condi-
tions. Just like any rule created using the Rules and Alerts Wizard, rules created
programmatically are applied to messages, which include mail items, meeting requests, task
requests, documents, delivery receipts, read receipts, voting responses, and out-of-office
notices.

Overview of Rules Programming

Creating one or more rules programmatically is straightforward once you understand the
architecture of the Rules object model. Figure 10-2 illustrates the basic architecture of the
Rules object model. Note that there is no separate collection that represents rule exception
conditions. Rule exception conditions are accessed through the Exceptions property of the
Rule object. The Exceptions property returns a RuleCollections object.
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Namespace

RuleActions
RuleConditions

Figure 10-2 Rules object model architecture.

Now that you understand the architecture of the Rules objects, it’s time to move on to practical
coding instructions. From a top-level perspective, follow these steps when you create rules
through the Outlook object model:

1.

Obtain the Rules collection from the DefaultStore property of the Namespace object. Call
the GetRules method on DefaultStore to obtain the Rules collection. You should write this
code in a try...catch block because Outlook will raise an error if the user is offline or dis-
connected from the Exchange server.

Call the Create method on the Rules object to create an instance variable for a Rule object.
When you call the Create method, you specify a Name and a RuleType parameter. RuleType
determines whether the Rule object is a send or receive rule. Send rules operate on out-
going messages and receive rules operate on incoming messages. You cannot change the
RuleType property after the Rule object has been created. If you apply inappropriate con-
ditions to a Rule instance (such as a NewltemAlert action to a send rule), Outlook raises
an error when you call the Save method on the Rules collection.

Use the RulesActions and RuleConditions collections to enable actions, conditions, and
exceptions on the Rule object. Note that the Exceptions property on a Rule object returns
a RuleConditions collection, and any condition enabled in this collection is treated as a
rule exception condition. These collection objects represent static collections, meaning
that you cannot add additional built-in or custom actions or conditions to the collection.

For any given Rule action, condition, or exception to be operational, you must first set its
Enabled property to true. For some actions or conditions, this is all that you have to do.
For other actions or conditions, such as the MoveOrCopyRuleAction.Folder property, you
must set additional properties on the action or condition to save the Rule object without
an error.
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5. Finally, you call the Save method on the Rules collection to persist the created or modi-
fied rules to storage. Again, it is recommended that you enclose the Save method in a
try...catch block to handle exceptions.

Next you'll see a detailed code sample that implements the steps just described. If the
CurrentUser property represents an ExchangeUser object, the CreateManagerRule procedure
obtains the ExchangeUser object for the manager of the CurrentUser property of the Namespace
object. The Rules object model is used to create a receive rule that moves received messages to
a subfolder of the Inbox if the message is from the user’s manager, the recipient is on the To
line of the message, and the message is not a meeting request or update. Additionally, the mes-
sage is marked for follow-up today.

Although this code sample is extensive, it provides you with a great start for understanding
how to use the Rules object model. It also illustrates appropriate error handling for conditions
that could raise an exception under certain conditions such as the user being offline or dis-
connected in cached Exchange mode. As you read through the code, notice that each of the
steps discussed earlier has been implemented in the code sample.

private void CreateManagerRule()
{
Outlook.ExchangeUser manager;
Outlook.Folder managerFolder;
Outlook.AddressEntry currentUser =
Application.Session.CurrentUser.AddressEntry;

if (currentUser.Type == "EX")
{

try

{

manager = currentUser.
GetExchangeUser() .GetExchangeUserManager();

}

catch

{
Debug.WriteLine("Could not obtain user's manager.");
return;

}

OutTook.Rules rules;

try

{
rules = Application.Session.DefaultStore.GetRules();

}

catch

{
Debug.WriteLine("Could not obtain rules collection.");
return;

}

if (manager !'= null)

{

string displayName = manager.Name;

Outlook.Folders folders =
Application.Session.GetDefaultFolder(
Outlook.O1DefaultFolders.olFolderInbox).Folders;
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try
{
managerFolder =
folders[displayName] as Outlook.Folder;
}
catch
{
managerFolder =
folders.Add(displayName, Type.Missing)
as Outlook.Folder;
}

Outlook.Rule rule = rules.Create(displayName,
Outlook.OTRuleType.olRuleReceive);
//Rule conditions
//From condition
rule.Conditions.From.Recipients.Add(
manager.PrimarySmtpAddress) ;
rule.Conditions.From.Recipients.ResolveAll1();
rule.Conditions.From.Enabled = true;
//Sent only to me
rule.Conditions.ToMe.Enabled = true;
//Rule exceptions
//Meeting invite or update
rule.Exceptions.MeetingInviteOrUpdate.Enabled = true;
//Rule actions
//MarkAsTask action
rule.Actions.MarkAsTask.MarkInterval =
Outlook.OlMarkInterval.olMarkToday;
rule.Actions.MarkAsTask.FlagTo = "Follow-up";
rule.Actions.MarkAsTask.Enabled = true;
//MoveToFolder action
rule.Actions.MoveToFolder.Folder = managerFolder;
rule.Actions.MoveToFolder.Enabled = true;
try
{
rules.Save(true);
}
catch(Exception ex)
{

Debug.WriteLine(ex.Message);

Rules Collection

The Rules collection represents a set of Rule objects that are the rules available in the current

session.
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Obtaining the Rules Collection

To obtain the Rules collection, you call the GetRules method on the DefaultStore property of the
Namespace object. For users connected to an Exchange server, calling GetRules can be an
expensive operation in terms of performance on slow connections.

The order of the Rule objects in the collection returned from GetRules follows that of
Rule. ExecutionOrder, with ExecutionOrder equal to 1 being the first Rule object in the collection
and Rule.ExecutionOrder equal to Rules.Count being the last Rule object in the collection.

Tip You should scope the lifetime of the Rules collection to the most constrained possible
scope. Qutlook enforces “last writer wins” when the Rules collection is saved. If another add-
in or the Rules and Alerts Wizard modifies rules while your add-in holds onto an instance of
the Rules collection, you might see unexpected results after you call Rules.Save.

Creating a Rule Object

To create an instance of a Rule object, call the Create method on the Rules collection. Depend-
ing on whether you want to create a send rule or a receive rule, specify an appropriate
OlRuleType constant to the Create method. The RuleType parameter of the added rule deter-
mines valid rule actions, rule conditions, and rule exception conditions that can be associated
with the Rule object. Newly created rules are enabled by default. If you want to create the rule
and also leave it disabled, you must explicitly set its Enabled property to false. When a rule is
added to the collection, the Rule. ExecutionOrder value of the new rule is 1. The ExecutionOrder
value of other rules in the collection is incremented by 1. The newly created Rule object is not
persisted until you call the Save method on the Rules collection. However, you can call the
Execute method on the Rule object before you save the collection.

Enumerating Rules

Use the Indexer to enumerate rules in the Rules collection. Once you have obtained a Rule
object, you can enable or disable the rule by changing its Enabled property. You can also mod-
ify the existing rule actions, conditions, and exceptions. Finally, you can execute the rule by
calling the Execute method on the Rule object. The following code sample enumerates all the
rules in the Rules collection and writes the rule’s Name, IsLocalRule, and Enabled properties to
the trace listeners in the Listeners collection:

private void EnumerateRules()
{
Outlook.Rules rules =
Application.Session.DefaultStore.GetRules();
foreach (Outlook.Rule rule 1in rules)
{
StringBuilder sb = new StringBuilder();
sb.AppendLine("Name: "
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+ rule.Name);
sb.AppendLine("Local:

+ rule.IsLocalRule.ToString(Q));
sb.AppendLine("Enabled: "

+ rule.Enabled.ToString());
Debug.WriteLine(sb.ToString());

Note You can retrieve each rule in a Rules collection by indexing the collection using

Rules[Index], with Index being either the name of the rule (the default property Rule.Name),
or a value ranging from 1 through the total number of rules in the collection,
Rules.Count.Rule.ExecutionOrder indicates the order of execution of the rules in the collection
and is directly mapped with the numerical value of Index in Rules[index]. For example, Rules[1]
represents a rule with Rule.ExecutionOrder being 1, Rules[2] represents a rule with
Rule.ExecutionOrder being 2, and Rules[Rules.Count] represents the rule with
Rule.ExecutionOrder being Rules.Count.

RSS Rules Processing

The Rules collection exposes an IsRssRulesProcessingEnabled property that controls whether
RSS rule conditions are evaluated for RSS items. To persist changes to this property, you must
call Rules.Save. The IsRssRulesProcessingEnabled property corresponds to the Enable Rules On
All RSS Feeds check box in the Rules And Alerts dialog box, shown in Figure 10-3.

Rules and Alerts 7 ==
E-mail Rules | Manage Alerts
% Mew Rule...  Change Rule - =3 Copy... >( Delete | % Run Rules Mow,., Options
Rule {applied in the order shown) Actions
| Clear categories on mail {recommendead) gl
v| Rian Gregg -3

Rule description {click an underlined value to edit):

Apply this rule after the message arrives
assigned to any category
clear message's categories

Enable rules on all R55 Feeds

| OF | | Cancel | Apply

Figure 10-3 Rules And Alerts dialog box.
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If you set IsRssRulesProcessingEnabled to true, you can create RSS rules that operate in a differ-
ent manner than default RSS rules that move RSS items from a specific feed to a subfolder of
the RSS Subscriptions folder. If IsRssRulesProcessingEnabled is false, then no conditions about
RSS feeds will be evaluated during rules processing. To create a rule that operates on RSS
items, enable the FromRssFeed or FromAnyRssFeed rule conditions.

Deleting a Rule

To delete a Rule, call the Remove method on the Rules collection. Rules.Remove removes from
the Rules collection a Rule object specified by Index, which is either a numerical index into the
Rules collection or the rule name. You must call Rules.Save to persist the deletion.

Saving Rules

You do not save an individual Rule object. Instead you must call the Save method on the Rules
collection to save all the Rule objects in the collection. After you enable a rule, you must also
save the rule by using Rules.Save so that the rule and its enabled state will persist beyond the
current session. A rule is only enabled after it has been saved successfully.

If you set the ShowProgress argument of the Save method to true, Outlook displays a progress
dialog box. If you are saving rules on a slow connection to an Exchange server, Rules.Save is an
expensive operation in terms of performance. In this circumstance it is advisable to display
the progress dialog box; otherwise the user might believe that Outlook has hung.

Handling Errors During a Save Operation

Always place Rules.Save in a try...catch construct. The connection to the Exchange server can
go down, and you must be able to handle this exception. Exchange Server limits the maxi-
mum number of rules that can be supported by a store. The rules limit depends on the ver-
sion of Exchange Server. For Microsoft Exchange Server 2007, an Exchange administrator can
also control the rules limit per mailbox. Rules.Save returns an error when this limit is reached.
The limit is generally not an issue for users running against a Post Office Protocol 3 (POP3) or
Internet Message Access Protocol (IMAP) account, because all rules operate locally.

Saving rules that are incompatible or have improperly defined actions or conditions (such as
an empty string for TextRuleCondition. Text or MarkAsTaskRuleAction.FlagTo) will return an
error. Some combinations of RuleActions and RuleConditions are incompatible and will also
return an error.

If an error occurs during Rules.Save, the entire save operation is rolled back. Modified rules are
not saved and newly created or deleted rules are discarded. Unfortunately, the error that bub-
bles up to your code will not tell you exactly which rules or combination of RuleActions and
RuleConditions caused the error to occur.
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The Rule Object

The Rule object represents an Outlook rule. A Rule object has a RuleType property that indi-
cates whether the rule is a send or receive rule. RuleType is specified when the rule is created.
RuleType cannot be changed without deleting the rule and re-creating the rule with a different
RuleType property.

Arule can execute on the Exchange server or on the Outlook client, provided that the current
user’s mailbox is hosted on an Exchange server. If the rule executes on the server, Outlook
does not have to be running for the rule conditions to be evaluated and the rule actions to be
completed. If the rule executes on the client, meaning that the IsLocalRule property of the Rule
object returns true, then Outlook must be running for the rule to execute.

Executing a Rule

To cause a rule to execute immediately, call the Execute method on the Rule object. Use
Rule.Execute to apply a rule as a one-off operation regardless of whether Rule.Enabled returns
true. Use Rule.Enabled and then Rules.Save if you want to apply the rule consistently and per-
sist the rules beyond the current session. The following code sample executes the rule created
in the CreateManagerRule procedure shown earlier:

private void ExecuteManagerRule()
{
Outlook.AddressEntry currentUser =
Application.Session.CurrentUser.AddressEntry;

if (currentUser.Type == "EX")
{

try

{

string managerName = currentUser.

GetExchangeUser() .GetExchangeUserManager() .Name;
Outlook.Rule managerRule =

Application.Session.DefaultStore.GetRules() [managerName];
if (managerRule != null)
{

managerRule.Execute(false, Type.Missing,

Type.Missing, Type.Missing);

}
}
catch(Exception ex)
{
Debug.WriteLine(ex.Message);
3
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The parameters to the Execute method are optional. If you do not specify any parameters, the
rule will be applied to all messages in the Inbox but not to the subfolders of the Inbox. The
default values for the optional arguments for the Execute method are shown in Table 10-1.

Table 10-1 Parameters for Rules.Execute

Parameter Default value

ShowProgress False

Folder Inbox

IncludeSubfolders False

RuleExecuteOption OlRuleExecuteOption.olRuleExecuteAllMessages

If ShowProgress is true and the user cancels the progress dialog box, rule execution is canceled
in the same manner as if the user had canceled rule execution through the Rules and Alerts
Wizard. Execute returns an error when the user cancels the progress dialog box.

If you plan to show a custom progress user interface instead of using the progress dialog box,
you should be aware that there are no events that indicate when rule execution starts and
stops.

Causing a Rule to Operate Locally

To cause a server-side rule to operate locally, enable the OnLocalMachine rule condition. For
some rule actions that must run on the client (such as displaying a new mail alert or playing
a sound), the OnLocalMachine condition will be enabled by default when you set the Enabled
property to true for a client-side only RuleAction object. For other rule actions that normally
run on the server, you can enable an OnLocalMachine condition that will force the rule to
run locally on the client. The following code sample illustrates how an OnLocalMachine
condition forces a server-side rule to run locally. Normally a Forward action and OnlyToMe
condition will operate on the server. In this case they operate as a client-side rule because
the OnLocalMachine condition has been enabled.

private void DemoOnMachineOnly()
{
Outlook.Rules rules =
Application.Session.DefaultStore.GetRules();
Outlook.Rule rule =
rules.Create("Demo Machine Only Rule",
Outlook.OTRuTeType.oTRuleReceive);
rule.Conditions.OnlyToMe.Enabled = true;
rule.Actions.Forward.Enabled = true;
rule.Actions.Forward.Recipients.Add("someone@example.com");
rule.Actions.Forward.Recipients.ResolveAl1();
//Force the rule to execute locally
rule.Conditions.OnLocalMachine.Enabled = true;
rules.Save(true);
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Note The corollary of enabling the OnLocalMachine condition for a rule is that the
OnOtherMachine condition will be enabled when the same rule is examined from another
machine. You cannot programmatically enable or disable a condition of type
olConditionOtherMachine. This type of rule condition indicates that the rule can run only on a
specific computer that is not the current one. This happens when the rule is created on that
computer and the OnlocalMachine rule condition is enabled, indicating that the rule can run
only on that computer. When you run the same rule on another computer, the rule will show
that the OnOtherMachine rule condition is enabled.

The RuleActions Collection

The RuleActions collection contains a set of RuleAction objects or objects derived from
RuleAction, representing the actions that are executed on a Rule object. The actions exposed
on the RuleActions collection let you enable or disable the action programmatically by setting
the Enabled property of a given rule action. The number of rule actions in the RuleActions
object is fixed.

Although the RulesActions collection lets you determine the rule actions that are enabled for a
given Rule object, not all RuleAction objects are supported for programmatic creation of rule
actions. For example, you cannot enable a rule action in your code that assigns the Importance
property to an item. However, your code can recognize a rule action created through the Rules
and Alerts Wizard that enables an action that assigns the Importance property. In this case,
RuleAction.ActionType would return OlRuleActionType.olRuleActionImportance. You could write
code similar to the following to determine that such a rule action exists. Note that you cannot
determine the Importance value assigned by the rule action.

private void ParseImportanceRuleAction()

{
Outlook.Rules rules =
Application.Session.DefaultStore.GetRules();
Outlook.Rule rule =
rules["Importance Rule"];
foreach (Outlook.RuleAction ruleAction in rule.Actions)
{
if (ruleAction.ActionType ==
Outlook.O1RuleActionType.olRuleActionImportance)
{
Debug.WriteLine(ruleAction.Enabled.ToString(Q));
}
}
}

Table 10-2 lists all rules actions listed by OlRuleActionType. From this table, you can determine
which rule actions are supported when creating a rule programmatically by looking at the
Valid When Creating New Rules with Code? column. You can also determine which rule
actions are valid for receive and send rules.
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Valid when
creating Valid for
Constant in new rules  receive Valid for

Action OlRuleActionType with code? rules? send rules?
Assign the message to the olRuleActionAssignTo- Yes Yes Yes
categories specified in the Category
Categories property.
Cc the message to the olRuleActionCcMessage Yes No Yes
recipient list specified in
the Recipients property.
Clear all categories for the olRuleActionClear- Yes Yes Yes
message. Categories
Copy the message to the  olRuleActionCopyToFolder Yes Yes Yes
folder specified in the
Folder property.
Run a custom action. olRuleActionCustomAction No Yes Yes
Defer the delivery by a olRuleActionDefer No No Yes
specified number of
minutes.
Delete the message. olRuleActionDelete Yes Yes No
Permanently delete the olRuleActionDelete- Yes Yes No
message. Permanently
Display a desktop alert.  olRuleActionDesktopAlert  Yes Yes No
Clear the message flag. olRuleActionFlagClear No Yes No
Flag the message with the olRuleActionFlagColor No Yes No
color specified.
Flag the message for olRuleActionFlagFor- No Yes Yes
action in days specified.  ActionInDays
Forward the message to  olRuleActionForward Yes Yes No
the recipient list specified
in the Recipients property.
Forward the message as  olRuleActionForwardAs- Yes Yes No
an attachment to the Attachment
recipient list specified in
the Recipients property.
Mark the message with olRuleActionImportance No Yes Yes
the specified Importance
value.
Mark message as a task for olRuleActionMarkAsTask Yes Yes No
follow-up using the FlagTo
and Markinterval proper-
ties of the MarkAsTask-
RuleAction object.
Mark as read. olRuleActionMarkRead No Yes No
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Table 10-2 Rule Actions by O/RuleActionType

Valid when
creating Valid for

Constant in new rules  receive Valid for
Action OlRuleActionType with code? rules? send rules?
Move the message to the olRuleActionMoveToFolder Yes Yes No
folder specified in the
Folder property.
Display the message spec- olRuleActionNewltemAlert Yes Yes No
ified in the Text property.
Notify that the message  olRuleActionNotifyDelivery Yes No Yes
has been delivered.
Notify that the message  olRuleActionNotifyRead Yes No Yes
has been read.
Play the .wav file specified olRuleActionPlaysound Yes Yes No
in the FilePath property.
Print the message to the  olRuleActionPrint No Yes No
default printer.
Redirect the message to  olRuleActionRedirect Yes Yes No
the recipient list specified
in the SendRuleAction-
.Recipients property.
Start a script. olRuleActionRunScript No Yes No
Mark the message with olRuleActionSensitivity No No Yes
the specified sensitivity.
Have server reply using olRuleActionServerReply No Yes No
the specified message.
Start an .exe file. olRuleActionStart- No Yes No

Application
Stop processing more olRuleActionStop Yes Yes Yes
rules.
Reply using the specified olRuleActionTemplate No Yes No
template (.oft) file.
Unrecognized rule action. olRuleActionUnknown No Yes No

The RuleConditions Collection

The RuleConditions collection contains a set of RuleCondition objects or objects derived from

RuleCondition, representing the conditions or exception conditions that must be satisfied for
the Rule to execute. The conditions exposed on the RuleConditions collection let you enable or
disable the condition programmatically by setting the Enabled property of a given rule condi-
tion. The number of rule conditions in the RuleConditions collection is fixed.

Although the RuleConditions collection lets you determine the rule conditions that are enabled
for a given Rule object, not all RuleCondition objects are supported for programmatic creation
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of rule conditions. See the earlier discussion of RuleActions for a method of determining which
conditions are enabled for a given rule.

Table 10-3 lists all rules actions listed by OlRuleConditionType. From this table, you can deter-
mine which rule conditions are supported when creating a rule programmatically by looking
at the Valid When Creating New Rules with Code? column. You can also determine which

rule conditions are valid for receive and send rules.

Table 10-3 Rule Actions by O/RuleConditionType

Valid when
creating Valid for
Constant in new rules  receive Valid for

Condition OlRuleConditionType with code? rules? send rules?
Account is the account olConditionAccount Yes Yes Yes
specified in the Account
property.
Message is assigned any  olConditionAnyCategory  Yes Yes Yes
category.
Body contains words spec- olConditionBody Yes Yes Yes
ified in Text property.
Body or subject contains  olConditionBodyOrSubject Yes Yes Yes
words specified in Text
property.
Message is assigned the  olConditionCategory Yes Yes Yes
category or categories
specified in the Categories
property.
Message has my name in  olConditionCc Yes Yes No
the Cc box.
Message was received olConditionDateRange No Yes Yes
between x and y, where x
and y are Integer values.
Message is flagged for the olConditionFlaggedFor- No Yes Yes
specified action. Action
Message uses the form olConditionFormName Yes Yes Yes
specified in the Form-
Name property.
Sender is in the recipient  olConditionFrom Yes Yes No
list specified in the Recipi-
ents property.
Message is generated olConditionFromAnyRss-  Yes Yes No
from any RSS subscription. Feed
Message is generated olConditionFromRssFeed  Yes Yes No

from a specified RSS sub-
scription.
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Valid when
creating Valid for
Constant in new rules  receive Valid for

Condition OlRuleConditionType with code? rules? send rules?
Message has an attach-  olConditionHasAttach- Yes Yes Yes
ment. ment
Message is marked with  olConditionimportance Yes Yes Yes
the specified level of
importance.
Rule can run only on this  olConditionLocalMachine- Yes Yes Yes
machine. Only
Message is a meeting invi- olConditionMeetinglInvite- Yes Yes Yes
tation or update. OrUpdate
Message header contains olConditionMessage- Yes Yes No
words specified in the Text Header
property.
Message does not have  olConditionNotTo Yes Yes No
my name in the To box.
Message is sent only to olConditionOnlyToMe Yes Yes No
me.
Message is an out-of- olConditionOOF No Yes No
office message.
Rule can run only on a olConditionOtherMachine No Yes Yes
specific machine that is
not the current one.
Document property is olConditionProperty No Yes Yes
exactly, contains, or does
not contain specified
properties.
Recipient address contains olConditionRecipient- Yes Yes Yes
words specified by the Address
Text property.
Sender address contains  olConditionSenderAddress Yes Yes No
words specified by the
Text property.
Sender is in the address  olConditionSenderIn- Yes Yes No
list specified in the AddressBook
Address property.
Message is marked with  olConditionSensitivity No Yes Yes
the specified level of sen-
sitivity.
Sent to recipients (To, Cc) olConditionSentTo Yes Yes Yes

are in the recipient list
specified in the Recipients

property.
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Table 10-3 Rule Actions by O/RuleConditionType

Valid when
creating Valid for
Constant in new rules  receive Valid for

Condition OlRuleConditionType with code? rules? send rules?
Message size is between x olConditionSizeRange No Yes Yes
andy in units of KB, where
x and y are Date values.
For example, "10;50" sets
the size condition
between 10 and 50KB.
Subject contains words olConditionSubject Yes Yes Yes
specified in the Text
property.
My name is in the To box. olConditionTo Yes Yes No
Message has my name in  olConditionToOrCc Yes Yes No
the To or Cc box.
Unrecognized rule olConditionUnknown No Yes No
condition.

Get or Set Action or Condition Properties with an Array

Certain actions or conditions get or set an array that represents the conditions to be evaluated
or the actions to be completed. The most notable example is the Text property of the
TextRuleCondition. The Text property returns or sets an array of string elements that represents
the text to be evaluated by the rule condition. For the Text property, you must assign an array
with one string or multiple strings for evaluation. Multiple text strings assigned in an array are
evaluated using the logical OR operation. Properties that get or set an array are as follows:

AddressRuleCondition.Address
AssignToCategoryRuleAction.Categories

CategoryRuleCondition.Categories

FormNameRuleCondition. FormName
m TextRuleCondition. Text

The following code sample shows you how to use arrays for some of these properties. In this
sample, a rule is created that assigns categories based on conditional evaluation of the words
“Office,” “Outlook,” and “2007” in the subject of the item. If the condition is satisfied, then the
categories of Office and Outlook are assigned to the item. Note that the code checks for the exist-
ence of these categories in the Categories collection using the CategoryExists method listed earlier
in this chapter. If the category does not exist, the category is added to the master category list.

private void CreateTextAndCategoryRule()

{
if(!CategoryExists("0ffice"))
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{
Application.Session.Categories.Add(
"0ffice",Type.Missing, Type.Missing);
}
if(!CategoryExists("Outlook"))
{
Application.Session.Categories.Add(
"Outlook",Type.Missing, Type.Missing);
}

Outlook.Rules rules =
Application.Session.DefaultStore.GetRules();
Outlook.Rule textRule =
rules.Create("Demo Text and Category Rule",
Outlook.OTRuleType.oTRuleReceive);
Object[] textCondition =
{ "Office", "Outlook", "2007" };
Object[] categoryAction =
{ "Office", "Outlook" };
textRule.Conditions.BodyOrSubject.Text =
textCondition;
textRule.Conditions.BodyOrSubject.Enabled = true;
textRule.Actions.AssignToCategory.Categories =
categoryAction;
textRule.Actions.AssignToCategory.Enabled = true;
rules.Save(true);

Rules Sample Add-In

The Rules Sample add-in is available in a Microsoft Visual Basic .NET version (RulesAddinVB)
and in a C# version (RulesAddinCS) in the sample code on this book’s companion Web site.

The Rules Sample add-in demonstrates how you can substitute a custom Microsoft Windows
Form dialog box for the default Outlook Create Rule dialog box that can be invoked from the
context menu for an item. Corporate developers can modify and extend this example to create
their own version of the Rules Sample add-in. The custom dialog box could promote the cre-
ation of rules that you want to deploy in your organization. Figure 10-4 shows the default
Outlook Create Rule dialog box.

Create Rule 7=l

‘when I get e-mail with all of the selected conditions
/| From Ryan Gregg
Subject contains | Cuskomer Meeting: Contosa
Sentto  |me only lz‘
Do the Following

Display in the Mew Tkem Alert window

Flay a selected sound: ‘Windows Mokify way |I| |E| | Browse. .. |
J|Move the item to Folder:  Ryan Gregg | Select Folder... |
| OF | | Cancel | | Advanced Options. .. |

Figure 10-4 Outlook Create Rule dialog box.
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When you build and install the Rules Sample add-in following the instructions that accom-
pany the sample, you'll find that the add-in has repurposed the Create Rule command on the
item context menu so that the custom Windows Form dialog box, shown in Figure 10-5,
appears in place of the default Outlook Create Rule dialog box. Due to space limitations, the
Rules Sample add-in is not discussed in detail here. Although this sample is relatively simple,
it is packed with great code samples for creating rules programmatically and repurposing
command bar and Ribbon commands.

Create Rule (=3

Wwhen | get e-mail with any of the checked conditions

/| From Fiyan Gregg
Subject contains Customer Meeting: Contoso

Sent to arly me -

['o the following

Farward to | Sendto. |

Mark for Follow up - Today -
J| Move tao folder | Folder.. |

Azzign to category | Category... |
Except when

J| The meszage iz a meeting request or update

Fule

J| Run rule now Mame Ryan Gregg

| ()8 || Cancel |

Figure 10-5 Custom Windows Forms dialog box appears in place of the default Create Rules
dialog box.

Search Folders

Search folders provide another way to organize Outlook data. Think of a search folder as a vir-
tual folder that can contain items located across different folders in a given store. This section
shows you how to create search folders programmatically. You can create and persist search
folders so that they are visible in the Outlook folder hierarchy, or you can create searches
dynamically that are not saved. If the search folder is not saved, it will not appear in the folder
hierarchy. If a search folder is an integral component of your solution, you should consider
adding your solution search folder to the user’s favorite folders to promote its visibility. Later
in this chapter you'll see how you can create a search folder programmatically and add that
search folder to the user’s favorite folders.

When to Use a Search Folder

A search folder provides a virtual folder that contains items that meet a set of search criteria.
If you want to use a search folder in your solution, you should understand the following
guidelines for search folders:
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Search folders are only supported for items in mail folders.

You can run multiple searches simultaneously by calling the AdvancedSearch method in
successive lines of code. A maximum of 100 simultaneous searches can be performed
using the Microsoft Outlook user interface and the Outlook object model.

You can only create the criteria for a search folder using a DAV Searching and Locating
(DASL) query. For additional information on DASL and Jet query languages, see Chapter
11, “Searching Outlook Data.” Note that you cannot use a Microsoft Jet query for the
Filter parameter of AdvancedSearch. If Instant Search is enabled on a store that contains
a folder specified in the Scope parameter, you can use Instant Search keywords to
improve the performance of your search. If you use Instant Search keywords and Instant
Search is not enabled, Outlook will return an error and your search will fail.

Creating search folders on Exchange Server can affect the server’s performance. For addi-
tional information on search folders and performance, see the section “Performance” in
Chapter 11.

Search folders can search in multiple folders and subfolders within a store. To specify
multiple folders for the Scope parameter, use a comma character between each folder
path and enclose each folder path in single quotes.

The Outlook object model does not allow you to modify search folder criteria dynami-
cally. If you create a search folder programmatically, the end user cannot modify criteria
for the search folder. If you need to modify the criteria for a programmatically created
search folder, you must delete the search folder programmatically and then re-create it.
The end user can modify the scope for a programmatically created search folder, but it
cannot be modified programmatically for an existing search folder.

Use the GetTable method of the Search object or the Search.Results object to enumerate items
returned by the search. When you obtain a Table object from the GetTable method, you can
add or remove table columns. However, you cannot call the Restrict method on the Table
object to modify the original criteria specified by the Filter parameter to AdvancedSearch.

Because the results of AdvancedSearch can be returned asynchronously, you should use
the AdvancedSearchComplete event of the Application object to obtain the results of the
search. Use the IsSynchronous property of the Search object to determine if the search is
synchronous or asynchronous.

Search folders cannot span stores.

Outlook 2007 does not support search folders for appointment, contact, task, and other
folder types.

Enumerating Search Folders

To enumerate search folders, you call the GetSearchFolders method on the Store object.
GetSearchFolders returns all the visible active search folders for the Store object. It does not return
uninitialized or aged-out search folders. GetSearchFolders returns a Folders collection object with
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Folders.Count equal to zero (0) if no search folders have been defined for the store. Not all store
providers (the Exchange public folder store, for example) support search folders. If the store
provider does not support search folders, calling Store. GetSearchFolders will raise an error.

The following code sample enumerates the search folders on all .pst or .ost stores for the cur-
rent session and writes the search folder path to the trace listeners in the Listeners collection:

private void EnumerateAllSearchFolders()

{
Outlook.Stores stores = Application.Session.Stores;
foreach (Outlook.Store store in stores)
{
if (store.IsDataFileStore)
{
Outlook.Folders folders = store.GetSearchFolders();
foreach (Outlook.Folder folder in folders)
{
Debug.WriteLine(folder.FolderPath);
}
}
}
}

Note Although you can enumerate search folders programmatically, you cannot activate a
search folder using code. You also cannot determine the built-in or custom criteria for an
existing search folder.

Creating a Search Folder Programmatically

To create a search folder programmatically, you call the AdvancedSearch method of the Application
object and pass the Scope, Filter, SearchSubFolders, and Tag parameters. The AdvancedSearch
method returns a Search object. Once you have obtained a Search object, you can call the Save
method on the Search object to create a search folder that is visible in the Outlook user interface,
or you can examine the contents of the search programmatically without saving the search
folder. The GetTable method of the Search object allows you to enumerate items in the Search
object in a performant manner. Table 10-4 lists the parameters for the AdvancedSearch method.

Table 10-4 Parameters for the AdvancedSearch Method

Name Required? Datatype Description

Scope Required String The scope of the search; for example, the folder
path of a folder. It is recommended that the folder
path be enclosed within single quotes. Otherwise,
the search might not return correct results if the
folder path contains special characters, including
Unicode characters. To specify multiple folder
paths, enclose each folder path in single quotes and
separate the single-quoted folder paths with a
comma.




322

Part Ill

Working with Outlook Data

Table 10-4 Parameters for the AdvancedSearch Method

Name

Required?

Data type

Description

Filter

Optional

String

@SQL= prefix.

The DASL search filter that defines the parameters
of the search. Do not prefix the DASL filter with the

SearchSubFolders

Optional

Boolean

Determines if the search will include any of the
folder’s subfolders. If SearchSubFolders is true and
multiple folders are specified by scope, then the

subfolders of all folders specified in scope are

searched.

Tag

Optional

String

The name given as an identifier for the search.

The following extensive code sample provides an end-to-end illustration of how to create a
search folder programmatically. The code creates a search folder that contains all items in the
Inbox and RSS Subscriptions folders and their subfolders that contain items with “Office” in

the subject. The search folder created by the sample code is shown in Figure 10-6.
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Figure 10-6 Create the Office Search search folder programmatically.

The sample assumes that you are creating a search folder using an Outlook add-in. The
InitializeAddin procedure is called by the add-in’s OnConnection procedure.

private void InitializeAddin()

{
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Application.AdvancedSearchComplete += new
Outlook.ApplicationEvents_11_AdvancedSearchCompleteEventHandler(
Application_AdvancedSearchComplete);

CreateOfficeSearch();

private void CreateOfficeSearch()

{

// Construct search filter

// Only use ci_ keywords if Instant Search 1is enabled
string filter;

if (Application.Session.DefaultStore.IsInstantSearchEnabled)
{

filter = "urn:schemas:httpmail:subject”
+ " ci_phrasematch 'Office'";
}
else
{
filter = "urn:schemas:httpmail:subject"
+ " Tlike '%0ffice%'";
}

// Construct search scope

StringBuilder sb = new StringBuilder(Q);

sb.Append("'");

sb.Append(Application.Session.GetDefaultFolder(
OutTook.O1DefaultFolders.olFolderInbox).FolderPath);

sb.Append("'");

sb.Append(",");

sb.Append("'");

sb.Append(Application.Session.GetDefaultFolder(
Outlook.O1DefaultFolders.olFolderRssFeeds).FolderPath);

sb.Append("'");

string scope = sb.ToString(Q);

// Call AdvancedSearch method

Outlook.Search search =
Application.AdvancedSearch(
scope, filter, true, "My Office Search™);

// To save the search as a search folder,

// you can call Search.Save()

search.Save("Office Search");

// Add the search folder to favorites

Outlook.Folder folder =
Application.Session.DefaultStore.GetSearchFolders()
["Office Search"] as Outlook.Folder;

Outlook.NavigationPane pane =
Application.ActiveExplorer().NavigationPane;

Outlook.MaiTModule mailModule =
pane.Modules.GetNavigationModule(
Outlook.OTNavigationModuleType.oTModuleMail)
as Outlook.MailModule;

Outlook.NavigationGroup mailGroup =
mailModule.NavigationGroups.GetDefaultNavigationGroup(
Outlook.01GroupType.olFavoriteFoldersGroup);

mailGroup.NavigationFolders.Add(folder);

323
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Each bullet in the following list discusses an important aspect of the sample code just shown:

The InitializeAddin procedure creates an event handler for the AdvancedSearchComplete
event on the Outlook.Application object and calls the CreateOfficeSearch procedure.
Because AdvancedSearch returns results asynchronously, you need to create an event
handler to determine when the search has completed.

CreateOfficeSearch creates instance variables named filter and scope, and then passes
those arguments to the AdvancedSearch method of the Application object. If Instant
Search is enabled and DefaultStore.IsInstantSearchEnabled is true, then filter contains the
ci_phrasematch keyword to create a phrase match search for “Office” in the item subject.
If Instant Search is not enabled and DefaultStore.IsInstantSearchEnabled is false, then filter
contains the like keyword to create a substring match search for “Office” in the item sub-
ject. Note that the filter does not impose an additional restriction for message class so
that all item types (including meeting requests in the Inbox that contain “Office” in the
subject) will be returned by the search. If you want to restrict by message class, you
should add additional conditions to the criteria. The scope string specifies multiple fold-
ers for the search, namely the Inbox and RSS Subscriptions folders.

CreateOfficeSearch calls the AdvancedSearch method of the Application object to return a
Search object named search. The optional SearchSubfolders argument is true so that sub-
folders of the target folders will be searched. Also the Tag argument is specified so that
the Tag property of the Search object will have the value My Office Search.

CreateOfficeSearch saves the Search object named search returned by AdvancedSearch. The
Save method is called on the search instance variable to persist the search as a search
folder. The name of the search folder is Office Search. Although the code does not illus-
trate this precaution, you might want to check the Folders collection returned by
DefaultStore.GetSearchFolders() to ensure that a search folder with same name does not
already exist.

Once the search folder has been saved, you can find the search folder in the Folders col-
lection returned by DefaultStore. GetSearchFolders(). In this case, the code returns a Folder
object that represents the newly created search folder.

Now that you have an instance variable representing the search folder, you can use
NavigationPane and related objects to add the newly created search folder to the user’s
favorite folders.

Finally, the AdvancedSearchComplete method will fire when the search is complete. In the
Application_AdvancedSearchComplete event procedure, the code checks that the Search
object passed to the event is the search named My Office Search. You then use the
GetTable method on the Search object and write the subject for every row in the table to
the trace listeners in the Listeners collection.
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Outlook Views

Outlook 2007 allows you to create customizable views that allow you to better sort, group,
and ultimately view data of all different types within the View Pane of Explorer. You can also
customize built-in views programmatically. There are a variety of different view types that pro-
vide the flexibility needed to organize your solution’s data. For example, Microsoft Business
Contact Manager uses the custom view shown in Figure 10-7 to organize and present solution
data in the view named By Campaign Type in the Marketing Campaigns folder.
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Figure 10-7 Custom By Campaign Type view in the Marketing Campaigns folder.

Objects That Derive from the View Object

Outlook 2007 supports the following objects that represent Outlook views. Table 10-5 lists
new Outlook 2007 view objects that derive from the View object. For a complete listing of all
the properties and methods of these view objects, see the Outlook Developer’s Reference.

Table 10-5 Outlook 2007 View Objects

Object name Description
BusinessCardView This object allows you to view data as a series of Electronic Business Card
images.

CalendarView This object allows you to view data in a calendar format.



326 Part Il Working with Outlook Data

Table 10-5 Outlook 2007 View Objects

Object name Description

CardView This object allows you to view data in a series of cards.

IconView This object allows you to view data as icons, similar to a Windows folder or
Explorer.

TableView This object allows you to view data in a simple, field-based table.

TimelineView This object allows you to view data in a customizable linear time line.

Although you can use the View object to interact with the properties and methods common to
all views, you must cast the View object to one of the derived view objects, such as the CardView
object, to access certain properties, such as the HeadingsFont property of the CardView object.
Use the ViewType property of the View object to determine which type of view is represented
by that object. For example, the following code sample obtains the CurrentView object for the
Inbox. If the CurrentView represents a TableView object, then the code creates an instance of
the TableView and sets the AllowInCellEditing property to true. The code then calls the Apply
method to reflect the change to the view in the Outlook user interface.

private void DemoAllowInCellEditingForView()

{

Outlook.View view =
Application.Session.GetDefaultFolder(
Outlook.0TDefaultFolders.olFolderInbox).CurrentView;

if (view.ViewType == Outlook.01ViewType.olTableView)

{

OutTook.TableView tableView = (Outlook.TabTleView)view;
tableView.AllowInCellEditing = true;
tableView.Apply(Q;

}

}

Adding or Removing a View Programmatically

You can define a new view by using the Add method of the Views collection for a Folder object.
Visibility for the view can be set either at the time of creation, by specifying an OlViewSaveOption
constant in the SaveOption parameter of the Add method, or any time after the view is created,
by specifying an OlViewSaveOption constant for the SaveOption property of the View object.
Adding a new view raises the ViewAdd event of the Views collection. For example, the follow-
ing code sample adds a new view named Meeting Requests to the user’s Inbox. The DASL
string supplied for the Filter property of the View object causes the view to display only items
that contain “IPM.Schedule” in the message class for the item.

private void CreateMeetingRequestsView()
{
const string PR_MESSAGE_CLASS =
"http://schemas.microsoft.com/mapi/proptag/0x001A001E";
Outlook.Views views =
Application.Session.GetDefaultFolder(
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Outlook.O1DefaultFolders.olFolderInbox).Views;
OutTook.TableView tableView = (Outlook.TableView)
views.Add("Meeting Requests",
Outlook.0TViewType.olTableView,
Outlook.01ViewSaveOption.olViewSaveOptionThisFolderEveryone);
tableView.Filter = "\"" + PR_MESSAGE_CLASS + "\"" +
" Tike "IPM.Schedule%'";
tabTleView.Save();
tableView.Apply(Q);
}

If you need to remove a view from a folder, use the Remove method of the Views collection to
remove an existing custom view. If you attempt to remove a built-in view, Outlook will raise an
error. Removing a view raises the ViewRemove event of the Views collection.

Once a view is defined, you can customize the view programmatically by casting the View
object to one of the derived view objects and performing whatever changes are needed. Use
the Save method of the derived view object or the View object to save any changes to the view.

You can apply the view, once defined and customized, to the current Explorer object by using
the Apply method of the derived view object or the View object. Applying a view raises the
ViewSwitch event of the Explorer object.

Customizing Your View

There are a variety of methods for customizing a built-in or custom view. In previous versions
of Outlook, developers used the XML property of the View object to customize a view. In
Outlook 2007, you can use the first-class properties of the derived View object to customize
the view. Although the XML property of the View object is still available, you can achieve more
consistent and easier results by using new view objects such as ViewField, OrderField,
ColumnFormat, and AutoFormatRule.

Specifying Fields in a View

You can specify which Outlook item properties are displayed in a view by adding one or more
properties to the ViewFields collection of any of the following objects:

m CardView
B TableView

BusinessCardView, CalendarView, IconView, and TimelineView objects use other methods of
determining which Outlook item properties are displayed within the view. The fields dis-
played for the BusinessCardView object, for example, are determined by the Electronic Busi-
ness Card (EBC) layout associated with each displayed Outlook item.
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The ViewFields collection for those views can be retrieved by accessing the ViewFields property
of the appropriate View object. The Add method of the ViewFields collection is used to create a
ViewField object that represents the Outlook item property to be displayed in the view.

Note To add built-in fields to the ViewFields collection, the property must exist in the Out-
look field registry; otherwise Outlook will raise an error when you call the Add method. Use
the Field Chooser to determine if the field exists in the Outlook field registry. To add custom
fields to the ViewFields collection, the custom property must exist in the UserDefinedProperties
collection of the parent Folder object; otherwise Outlook will raise an error when you call the
Add method.

A ViewField object not only identifies an Outlook item property to display within the view, but
also describes how the values for that property should be displayed. You can change how indi-
vidual column properties are displayed in a view by modifying the ColumnFormat property of
the ViewField object.

The following code sample adds the Start and End fields to the Meeting Requests view. It also
changes the label for the From field to Organized By.

private void ModifyMeetingRequestsView()

{

Outlook.TableView tableView = null;
OutTook.ViewField startField = null;
OutTlook.ViewField endField = null;

Outlook.ViewField fromField = null;

try
{
tableView =
Application.Session.GetDefaultFolder(
Outlook.01DefaultFolders.olFolderInbox)
.Views["Meeting Requests"] as Outlook.TableView;
}
catch { }
if (tableView != null)
{
try
{
startField = tableView.ViewFields["Start"];
}
catch{}
if (startField == null)
{
startField = tableView.ViewFields.Add("Start");
}
try
{
endField = tableView.ViewFields["End"];
}
catch{}

if (endField == null)
{
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endField = tableView.ViewFields.Add("End");

}
try
{
fromField = tableView.ViewFields["From"];
}
catch{}
if (fromField != null)
{
fromField.ColumnFormat.Label = "Organized By";
}
try
{
tableView.Save(Q);
}
catch (Exception ex)
{
Debug.WriteLine(ex.Message);
}

Filtering Items in the View Object
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Outlook items can be filtered in any view derived from the View object by specifying a valid

DASL filter expression in the Filter property of the View object. Do not prefix the DASL string
for the filter expression with @SQL= as you must for the Restrict method on the Table or Items
objects. For more information about creating a DASL filter expression to filter Outlook items,
see Chapter 11.

@ Warning Do not use c_phrasematch and ci_startswith keywords in the filter expression for a
view. The performance of the view will not be optimized if you use these keywords. For a
view filter, use the = or like operators to construct your filter expression.

Sorting Items in a View

Items in a view can be sorted by adding one or more Outlook item properties to the
OrderFields collection of any of the following objects:

BusinessCardView
CardView
IconView

TableView
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Outlook items in a CalendarView or TimelineView object are displayed in chronological order,
depending on the values of the Outlook item properties specified for the StartField and
EndField properties of the view.

The OrderFields collection for those views can be accessed with the SortFields property of the
appropriate view object. The Add method of the OrderFields collection is used to create an
OrderField object that represents the Outlook item property to be sorted.

Specifying Properties for Sorting

You can add either built-in or custom Outlook item properties to the OrderFields collection.
The order in which the properties are included in the OrderFields collection determines the
order in which the properties are sorted, whereas the IsDescending property of the OrderField
object, which represents an Outlook item property, determines whether the values of that
property are sorted in ascending or descending order.

Specifying Built-In Properties for Sorting
The following guidelines should be used when specifying built-in Outlook item properties:

m Builtin properties can be specified either by property name (for example, Subject) or by
namespace (for example, http://schemas.microsoft.com/mapi/proptag/0x0037001E).

B Property names are not case-sensitive and cannot include spaces.

Namespace identifiers are case-sensitive, must follow URL encoding rules, and cannot be
enclosed in square brackets ([]). For more information about property namespace identifiers,
see Chapter 17, “Using the PropertyAccessor Object.”

Specifying Custom Properties for Sorting

The following guidelines should be used when specifying custom properties:

B The custom property must be available in the UserDefinedProperties collection for the
parent Folder object.

m Custom properties should be specified by property name (for example, [Shoe Size]).

m Custom property names are not case-sensitive, can include spaces, and should be
enclosed in square brackets ([]) if they contain spaces.

The AutoFormatRules Collection

The new AutoFormatRules collection lets you add an AutoFormatRule object that represents a
formatting rule used by a View object to determine how to format Outlook items displayed
within that view.
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Use the Add method or the Insert method of the AutoFormatRules collection to create a new
formatting rule for the following objects:

m CardView
B  TableView

For views that support automatic formatting, Outlook provides a set of built-in formatting
rules that can be disabled but cannot be removed or reordered. Use the Standard property of
the AutoFormatRule object to determine whether a formatting rule is built-in or custom. You
cannot modify a built-in formatting rule. You can add or remove a custom formatting rule sub-
ject to the limitation that calling the Save or Apply methods will not persist AutoFormatRule. Filter
in the View object. If you want to add an AutoFormatRule object to your solution, you need to
add or remove the formatting rule dynamically.

The following CreateAutoFormatRule procedure creates a custom formatting rule named Can-
celed for the Meeting Requests view discussed earlier in this chapter. If the meeting item is a
meeting cancellation, a red font is used to display the item in the view. To remove the format-
ting rule when the user navigates away from the folder or Outlook shuts down, the
RemoveAutoFormatRule procedure deletes the Canceled formatting rule. The code sample
assumes that you've created a class-level instance variable named m_Explorer and lists all the
events necessary to make the dynamic formatting rule work correctly. For additional informa-
tion on handling Outlook events, see Chapter 8, “Responding to Events.”

private void InitializeAddin()

{

m_Explorer = Application.ActiveExplorer();

m_Explorer.BeforeViewSwitch += new
Outlook.ExplorerEvents_10_BeforeViewSwitchEventHandler(
m_Explorer_BeforeViewSwitch);

m_Explorer.ViewSwitch += new
Outlook.ExplorerEvents_10_ViewSwitchEventHandler(
m_Explorer_ViewSwitch);

Outlook.ExplorerEvents_Event explorerEvents =
(OutTlook.ExplorerEvents_Event)m_Explorer;

explorerEvents.Close += new
Outlook.ExplorerEvents_CloseEventHandler(m_Explorer_Close);

m_Explorer.FolderSwitch += new
Outlook.ExplorerEvents_10_FolderSwitchEventHandler(
m_Explorer_FolderSwitch);

if (m_Explorer.CurrentFolder.CurrentView.Name
== "Meeting Requests")

{
CreateAutoFormatRule();

}

}

void m_Explorer_FolderSwitch(Q)
{
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if (m_Explorer.CurrentFolder.CurrentView.Name
== "Meeting Requests")

{
CreateAutoFormatRule();
}
}
void m_Explorer_Close()
{
RemoveAutoFormatRule();
}
void m_Explorer_ViewSwitch(Q)
{
if (m_Explorer.CurrentFolder.CurrentView.Name
== "Meeting Requests")
{
CreateAutoFormatRule();
}
}
void m_Explorer_BeforeViewSwitch(object NewView, ref bool Cancel)
{
if (m_Explorer.CurrentFolder.CurrentView.Name
== "Meeting Requests")
{
RemoveAutoFormatRule();
}
}

private void CreateAutoFormatRule()
{
OutTook.TableView tableView = null;
OutTook.AutoFormatRule autoFormat = null;
const string PR_MESSAGE_CLASS =
"http://schemas.microsoft.com/mapi/proptag/0Ox001A001E";
Outlook.Folder inbox = Application.Session.GetDefaultFolder(
OutTook.OTDefaultFolders.olFolderInbox) as Outlook.Folder;
Outlook.Folder currentFolder =
Application.ActiveExplorer().CurrentFolder
as Outlook.Folder;
if (Application.Session.CompareEntryIDs(currentFolder.EntryID,
inbox.EntryID))

{
try
{
tableView =
inbox.Views["Meeting Requests"] as Outlook.TableView;
}
catch{ }
if (tableView != null)
{

try
{
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autoFormat =
tableView.AutoFormatRules["Canceled"];
}
catch{ }
if (autoFormat == null)
{
autoFormat =
tableView.AutoFormatRules.Add("Canceled");
autoFormat.Filter = "\"" + PR_MESSAGE_CLASS +
"\"" + " 1ike '%Canceled%'";
autoFormat.Font.Color = Outlook.01Color.ol1ColorRed;
autoFormat.Enabled = true;
// Save the view
tableView.Save();
}

private void RemoveAutoFormatRule()

{

Outlook.TableView tableView = null;

OutTook.AutoFormatRule autoFormat = null;

Outlook.Folder inbox = Application.Session.GetDefaultFolder(
Outlook.O1DefaultFolders.olFolderInbox) as Outlook.Folder;

Outlook.Folder currentFolder =
Application.ActiveExplorer().CurrentFolder
as Outlook.Folder;

if (Application.Session.CompareEntryIDs(currentFolder.EntryID,
inbox.EntryID))

{
try
{
tableView =
inbox.Views["Meeting Requests"] as Outlook.TableView;
}
catch { }
if (tableView != null)
{

try

{
autoFormat =

tableView.AutoFormatRules["Canceled"];

}

catch { }

if (autoFormat != null)

{
tabTleView.AutoFormatRules.Remove("Canceled™);
tableView.Save();

}

}
}

333



334 Part Il Working with Outlook Data

Summary

Outlook 2007 provides several features to help organize user or solution data. This chapter

shows you how to leverage these features programmatically. You can use category colors, task
flagging, rules, search folders, and views to organize or present data to the user. You learned
how you can take advantage of these features in your solution and tailor them to your specific

scenario.
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