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Abstract

This specification contains details of four Advanced Configuration and Power Interface (ACPI) tables created for use with the Windows Hardware Error Architecture (WHEA) feature introduced in the Windows Server® 2008 operating system.

This specification does not include details on how to program or use the tables. That information can be found in the WHEA Design Guide document, which can be requested from Microsoft by sending email to [wheafb@microsoft.com](http://download.microsoft.com/download/9/c/5/9c5b2167-8017-4bae-9fde-d599bac8184a/wheafb%40microsoft.com).
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# Introduction

This specification contains details of four Advanced Configuration and Power Interface (ACPI) tables created for use with the Windows Hardware Error Architecture (WHEA) feature introduced in the Windows Server® 2008 operating system.

This specification does not include details on how to program or use the tables. That information can be found in the WHEA Design Guide document, which can be requested from Microsoft by sending email to [wheafb@microsoft.com](http://download.microsoft.com/download/9/c/5/9c5b2167-8017-4bae-9fde-d599bac8184a/wheafb%40microsoft.com).

Four tables are included in this specification:

1. Error Record Serialization Table (ERST)

2. BOOT Error Record Table (BERT)

3. Hardware Error Source Table (HEST)

4. Error Injection Table (EINJ)

# 1. Error Record Serialization Table (ERST)

This table is read and processed by the operating system (OS) during boot. The information in the ERST supplies the operating system with the information necessary to communicate with the platform’s error record serialization hardware.

Table 1-1 details the layout of the ERST which system firmware is responsible for building.

Table 1-1 Error Record Serialization Table (ERST)

| **Field** | **Byte length** | **Byte offset** | **Description** |
| --- | --- | --- | --- |
| ***ACPI Standard Header*** |  |  |  |
| Header Signature | 4 | 0x0 | ERST. Signature for the Error Record Serialization Table. |
| Length | 4 | 0x4 | Length, in bytes, of entire ERST. Entire table must be contiguous. |
| Revision | 1 | 0x8 | 1 |
| Checksum | 1 | 0x9 | Entire table must sum to zero. |
| OEMID | 6 | 0xA | OEM ID. |
| OEM Table ID | 8 | 0x10 | The manufacturer model ID. |
| OEM Revision | 4 | 0x18 | OEM revision of the ERST for the supplied OEM table ID. |
| Creator ID | 4 | 0x1C | Vendor ID of the utility that created the table.  |
| Creator Revision | 4 | 0x20 | Revision of the utility that created the table.  |
| ***Serialization Header*** |  |  |  |
| Serialization Header Size | 4 | 0x24 | Length in bytes of the serialization header. |
| Reserved | 4 | 0x28 | Must be zero. |
| Instruction Entry Count | 4 | 0x2c | The number of Serialization Instruction Entries in the Serialization Action Table. |
| ***Serialization Action Table*** |  |  |  |
| Serialization Instruction Entries |  | 0x30 | A series of error logging instruction entries. |

A Serialization Action is defined as a series of Serialization Instructions on registers that result in a well known action. A Serialization Instruction is a Serialization Action primitive and consists of either reading or writing an abstracted hardware register.

Table 1-2 identifies the supported error record Serialization Actions. Table 1-3 identifies the supported error record Serialization Instructions.

Table 1-2 Error Record Serialization Actions

| **Value** | **Name** | **Description** |
| --- | --- | --- |
| 0x0 | BEGIN\_WRITE\_OPERATION | Indicates to the platform that an error record write operation is beginning. This allows the platform to set its operational context. |
| 0x1 | BEGIN\_READ\_OPERATION | Indicates to the platform that an error record read operation is beginning. This allows the platform to set its operational context. |
| 0x2 | BEGIN\_CLEAR\_OPERATION | Indicates to the platform that an error record clear operation is beginning. This allows the platform to set its operation context. |
| 0x3 | END\_OPERATION | Indicates to the platform that the current error record operation has ended. This allows the platform to clear its operational context. |
| 0x4 | SET\_RECORD\_OFFSET | Sets the offset from the base of the *Error Log Address Range* to or from which the platform is to transfer an error record. |
| 0x5 | EXECUTE\_OPERATION | Instructs the platform to carry out the current operation based on the current operational context. |
| 0x6 | CHECK\_BUSY\_STATUS | Returns the state of the current operation. Once an operation has been executed through the EXECUTE\_OPERATION action, the platform is required to return an indication that the operation is busy until the operation is completed. This allows the platform to poll for completion by repeatedly executing the CHECK\_BUSY\_STATUS action until the platform indicates that the operation not busy. |
| 0x7 | GET\_COMMAND\_STATUS | Returns the status of the current operation. The platform is expected to maintain a status code for each operation. |
| 0x8 | GET\_RECORD\_IDENTIFIER | Returns the record identifier of an existing error record on the persistent store. The error record identifier is a 64-bit unsigned value as defined in Appendix N of version 2.1 of the UEFI specification. If the record store is empty, this action must return 0xffffffffffffffff. |
| 0x9 | SET\_RECORD\_IDENTIFIER | Sets the record identifier. The error record identifier is a 64-bit unsigned value as defined in Appendix N of version 2.1 of the UEFI specification. |
| 0xA | GET\_RECORD\_COUNT | Retrieves the number of error records currently stored on the platforms persistent store. The platform is expected to maintain a count of the number of error records resident in its persistent store. |
| 0xB | BEGIN\_DUMMY\_WRITE\_OPERATION | Indicates to the platform that a dummy error record write operation is beginning. This allows the platform to set its operational context. A dummy error record write operation performs no actual transfer of information from the *Error Log Address Range* to the persistent store. |
| 0xC | RESERVED | Reserved. |
| 0xD | GET\_ERROR\_LOG\_ADDRESS\_RANGE | Returns the 64-bit physical address the OS is to use as the buffer for reading/writing error records. |
| 0xE | GET\_ERROR\_LOG\_ADDRESS\_RANGE\_LENGTH | Returns the length in bytes of the Error Log Address Range. |
| 0xF | GET\_ERROR\_LOG\_ADDRESS\_RANGE\_ATTRIBUTES | Returns attributes that describe the behavior of the error log address range:Bit 0 (0x1) – Reserved.Bit 1 (0x2) – Non-Volatile: Indicates that the error log address range is in non-volatile RAM.Bit 2 (0x4) – Slow: Indicates that the memory in which the error log address range is locates has slow access times.All other bits reserved. |

Table 1-3 Error Record Serialization Instructions

| **Value** | **Name** | **Description** |
| --- | --- | --- |
| 0x00 | READ\_REGISTER | A READ\_REGISTER instruction reads the designated information from the specified Register Region. |
| 0x01 | READ\_REGISTER\_VALUE | A READ\_REGISTER\_VALUE instruction reads the designated information from the specified Register Region and compares the results with the contents of the Value field. If the information read matches the contents of the Value field, TRUE is returned, else FALSE is returned. |
| 0x02 | WRITE\_REGISTER | A WRITE\_REGISTER instruction writes a value to the specified Register Region. The Value field is ignored. |
| 0x03 | WRITE\_REGISTER\_VALUE | A WRITE\_REGISTER\_VALUE instruction writes the contents of the Value field to the specified Register Region. |
| 0x04 | NOOP | This instruction is a NOOP. |
| 0x05 | LOAD\_VAR1 | Loads the VAR1 variable from the register region. |
| 0x06 | LOAD\_VAR2 | Loads the VAR2 variable from the register region. |
| 0x07 | STORE\_VAR1 | Stores the value in VAR2 to the indicate register region. |
| 0x08 | ADD | Adds VAR1 and VAR2 and stores the result in VAR1. |
| 0x09 | SUBTRACT | Subtracts VAR1 from VAR2 and stores the result in VAR1. |
| 0x0A | ADD\_VALUE | Adds the contents of the specified register region to Value and stores the result in the register region. |
| 0x0B | SUBTRACT\_VALUE | Subtracts Value from the contents of the specified register region and stores the result in the register region. |
| 0x0C | STALL | Stall for the number of microseconds specified in Value. |
| 0x0D | STALL\_WHILE\_TRUE | The OS will continually compare the contents of the specified register region to Value until the values are not equal. The OS will terminate the stall if the elapsed time of the stall exceeds the value stored in VAR1. The value in VAR1 is specified in microseconds. |
| 0x0E | SKIP\_NEXT\_INSTRUCTION\_IF\_TRUE | This is a control instruction which compares the contents of the register region with Value. If the values match, the OS skips the next instruction in the sequence for the current action. |
| 0x0F | GOTO | The OS will go to the instruction specified by Value. The instruction is specified as the zero-based index. Each instruction for a given action has an index based on its relative position in the array of instructions for the action. |
| 0x10 | SET\_SRC\_ADDRESS\_BASE | Sets the SRC\_BASE variable used by the MOVE\_DATA instruction to the contents of the register region. |
| 0x11 | SET\_DST\_ADDRESS\_BASE | Sets the DST\_BASE variable used by the MOVE\_DATA instruction to the contents of the register region. |
| 0x12 | MOVE\_DATA | Moves VAR2 bytes of data from SRC\_BASE + Offset to DST\_BASE + Offset, where Offset is the contents of the register region. |

# 2. BOOT Error Record Table (BERT)

The BOOT Error Record Table (BERT) is used by the firmware to notify the OS during boot that the system previously experienced an error condition and either crashed or was shutdown. This is used in cases where the OS is unable to process the error at the time it occurs, e.g. where the BMC decided to reset the system. The OS is unable to create an error record describing this class of condition. The BOOT Error Record Table (BERT) format is shown in Table 2-1.

Table 2‑1 BOOT Error Record Table (BERT)

| **Field** | **Byte length** | **Byte offset** | **Description** |
| --- | --- | --- | --- |
| Header Signature | 4 | 0 | ‘BERT’. Signature for the BOOT Error Record Table. |
| Length | 4 | 4 | Length, in bytes, of BERT. |
| Revision | 1 | 8 | 1 |
| Checksum | 1 | 9 | Entire table must sum to zero. |
| OEMID | 6 | 10 | OEM ID. |
| OEM Table ID | 8 | 16 | The manufacturer model ID. |
| OEM Revision | 4 | 24 | OEM revision of the BERT for the supplied OEM table ID. |
| Creator ID | 4 | 28 | Vendor ID of the utility that created the table.  |
| Creator Revision | 4 | 32 | Revision of the utility that created the table.  |
| BOOT Error Region Length | 4 | 36 | The length in bytes of the boot error region. |
| BOOT Error Region | 8 | 40 | 64-bit physical address of the BOOT Error Region. |

The BOOT Error Region is a range of addressable memory the OS can access during initialization to determine if an unhandled error condition occurred. The format of the Boot Error Region is shown in Table 2-2.

Table 2‑2 BOOT Error Region

| **Field** | **Byte length** | **Byte offset** | **Description** |
| --- | --- | --- | --- |
| Block Status | 4 | 0 | Indicates to the OS what kind of error information is reported in the error packet:Bit 0 – Uncorrectable Error Valid: If set to one, indicates that an uncorrectable error condition exists.Bit 1 – Correctable Error Valid: If set to one, indicates that a correctable error condition exists.Bit 2 – Multiple Uncorrectable Errors: If set to one, indicates that more than one uncorrectable errors have been detected.Bit 3 – Multiple Correctable Errors: If set to one, indicates that more than one correctable errors have been detected.Bit 4–13 – Error Data Entry Count: This value indicates the number of Error Data Entries found in the *Data* section.Bit 14–31 – Reserved. |
| Raw Data Offset | 4 | 4 | Offset in bytes from the beginning of the Error Status Block to raw error data. The raw data must follow any *Generic Error Data Entries*. |
| Raw Data Length | 4 | 8 | Length in bytes of the raw data. |
| Data Length | 4 | 12 | Length in bytes of the generic error data. |
| Error Severity | 4 | 16 | Identifies the error severity of the reported error:0 – Recoverable1 – Fatal2 – Corrected3 – NoneNote: This is the error severity of the entire event. Each Generic Error Data Entry also includes its own Error Severity field. |
| Generic Error Data | Data Length | 20 | The information contained in this field is a collection of zero or more Generic Error Data Entries. |

# 3. Hardware Error Source Table (HEST)

The Hardware Error Source Table provides the platform firmware a way to describe a system’s hardware error sources to the OS.

The format of the Hardware Error Source Table is shown in Table 3-1.

Table 3‑1 Hardware Error Source Table (HEST)

| **Field** | **Byte length** | **Byte offset** | **Description** |
| --- | --- | --- | --- |
| Header Signature | 4 | 0 | ‘HEST’. Signature for the Error Record Serialization Table. |
| Length | 4 | 4 | Length, in bytes, of entire HEST. Entire table must be contiguous. |
| Revision | 1 | 8 | 1 |
| Checksum | 1 | 9 | Entire table must sum to zero. |
| OEMID | 6 | 10 | OEM ID. |
| OEM Table ID | 8 | 16 | The manufacturer model ID. |
| OEM Revision | 4 | 24 | OEM revision of the HEST for the supplied OEM table ID. |
| Creator ID | 4 | 28 | Vendor ID of the utility that created the table.  |
| Creator Revision | 4 | 32 | Revision of the utility that created the table.  |
| Error Source Count | 4 | 36 | The number of error source descriptors. |
| Error Source Structure[n] | - | 40 | A series of Error Source Descriptor Entries. |

The layout of the supported Error Source Descriptor Entry types can be found in the WHEA Design Guide document.

# 4. Error Injection Table (EINJ)

The Error Injection Table provides a generic interface mechanism through which the OS can inject hardware errors to the platform without requiring platform specific OS level software. System firmware is responsible for building this table, which is made up of Injection Instruction entries. Table 4‑1 details the layout of the table.

Table 4‑1 Error Injection Table (EINJ)

| **Field** | **Byte length** | **Byte offset** | **Description** |
| --- | --- | --- | --- |
| ***ACPI Standard Header*** |  |  |  |
| Header Signature | 4 | 0x0 | EINJ. Signature for the Error Record Injection Table. |
| Length | 4 | 0x4 | Length, in bytes, of entire EINJ. Entire table must be contiguous. |
| Revision | 1 | 0x8 | 1 |
| Checksum | 1 | 0x9 | Entire table must sum to zero. |
| OEMID | 6 | 0xA | OEM ID. |
| OEM Table ID | 8 | 0x10 | The manufacturer model ID. |
| OEM Revision | 4 | 0x18 | OEM revision of EINJ. |
| Creator ID | 4 | 0x1C | Vendor ID of the utility that created the table.  |
| Creator Revision | 4 | 0x20 | Revision of the utility that created the table.  |
| ***Injection Header*** |  |  |  |
| Injection Header Size | 4 | 0x24 | Length in bytes of the Injection Interface header. |
| Reserved | 1 | 0x28 |  |
| Injection Entry Count | 4 | 0x2c | The number of Instruction Entries in the Injection Action Table |
| ***Injection Action Table*** |  |  |  |
| Injection Instruction Entries |  | 0x30 | A series of error injection instruction entries |

Table 4‑2 identifies the supported error injection actions.

Table 4‑2 Error Injection Actions

| **Value** | **Name** | **Description** |
| --- | --- | --- |
| 0x0 | BEGIN\_INJECTION\_OPERATION | Indicates to the platform that an error injection is beginning. This allows the platform to set its operational context. |
| 0x1 | GET\_TRIGGER\_ERROR\_ACTION\_TABLE | Returns a 64-bit physical memory pointer to the TRIGGER\_ERROR action table. The TRIGGER\_ERROR action instructions when executed by software trigger the error that was injected by the immediately prior SET\_ERROR\_TYPE action. |
| 0x2 | SET\_ERROR\_TYPE | Type of error to Inject. Only one ERROR\_TYPE can be injected at any given time. If there is request for multiple injections at the same time, then the platform will return an error condition. |
| 0x3 | GET\_ERROR\_TYPE | Returns the error injection capabilities of the platform. |
| 0x4 | END\_OPERATION | Indicates to the platform that the current injection operation has ended. This allows the platform to clear its operational context. |
| 0x5 | EXECUTE\_OPERATION | Instructs the platform to carry out the current operation based on the current operational context. |
| 0x6 | CHECK\_BUSY\_STATUS | Returns the state of the current operation. Once an operation has been executed through the EXECUTE\_OPERATION action, the platform is required to return an indication that the operation is busy until the operation is completed. This allows software to poll for completion by repeatedly executing the CHECK\_BUSY\_STATUS action until the platform indicates that the operation is complete by setting not busy. The lower most bit (bit0) of the returned value indicates the busy status by setting it to 1 and not busy status by setting it to 0. |
| 0x7 | GET\_COMMAND\_STATUS | Returns the status of the current operation. The platform is expected to maintain a status code for each operation. Bits 1:8 of the returned value indicate the command status. |
| 0xFF | TRIGGER\_ERROR | This is not a true error injection action. In response to error injection, the platform returns a trigger error action table. This table consists of a series of injection instruction entries where the injection action is set to TRIGGER\_ERROR to distinguish such entries. |

An Injection action consists of a series of one or more Injection Instructions. Table 4-3 details the layout of an Injection Instruction Entry.

Table 4-3 Injection Instruction Entry

| **Field** | **Byte length** | **Byte offset** | **Description** |
| --- | --- | --- | --- |
| Injection Action | 1 | N | The injection action that this instruction is a part of. See Table 4‑2 for supported injection actions. |
| Instruction | 1 | N+0x1 | Identifies the instruction to execute. See Table 4-4 for a list of valid instructions. |
| Flags | 1 | N+0x2 | Flags that qualify the instruction. |
| Reserved | 1 | N+0x3 |  |
| Register Region | 12 | N+0x4 | Generic address structure as defined in section 5.2.3.1 of the ACPI specification to describe the address and bit.Address\_Space\_ID must be 0 (System Memory) or 1 (System IO). This constraint is an attempt to ensure that the registers are accessible in the presence of hardware error conditions. |
| Value | 8 | N+0x10 | This is the value field that is used by the instruction READ or WRITE\_REGISTER\_VALUE. |
| Mask | 8 | N+0x18 | The bit mask required to obtain the bits corresponding to the injection instruction in a given bit range defined by the register region. |

Table 4-4 lists the supported Injection Instructions.

Table 4-4 Injection Instructions

| **Op code** | **Instruction name** | **Description** |
| --- | --- | --- |
| 0x00 | READ\_REGISTER | A READ\_REGISTER instruction reads the designated instruction from the specified register region. |
| 0x01 | READ\_REGISTER\_VALUE | A READ\_REGISTER\_VALUE instruction reads the designated information from the specified Register Region and compares the results with the contents of the Value field. If the information read matches the contents of the Value field, TRUE is returned, else FALSE is returned. |
| 0x02 | WRITE\_REGISTER | A WRITE\_REGISTER instruction writes a value to eh specified Register Region. The Value field is ignored. |
| 0x03 | WRITE\_REGISTER\_VALUE | A WRITE\_REGISTER\_VALUE instruction writes the contents of the Value field to the specified Register Region. |
| 0x04 | NOOP | No operation. |